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# Global and Virtual Environments

# Global and Virtual Environments

|  |  |
| --- | --- |
| By default, any Python interpreter that you've installed runs in its own **global environment**, which is not specific to any one project. For example, if you just run python (Windows) or python3 (macOS/Linux) at a new command prompt, you're running in that interpreter's global environment. Accordingly, any packages that you install or uninstall affect the global environment and all programs that you run within that context.  The packages installed in each virtual environment are seen only in that virtual environment and no other. Even large, complex packages with platform-dependent binaries can be corralled off from each other in virtual environments. | Although working in the global environment is an easy way to get started, that environment will, over time, become cluttered with many different packages that you've installed for different projects. Such clutter makes it difficult to thoroughly test an application against a specific set of packages with known versions, which is exactly the kind of environment you'd set up on a build server or web server.  A virtual environment is a way to have multiple, parallel instances of the Python interpreter, each with different package sets and different configurations. Each virtual environment contains a discrete copy of the Python interpreter, including copies of its support utilities. |
| For this reason, developers often create a virtual environment for a project. A virtual environment is a subfolder in a project that contains a copy of a specific interpreter. When you activate the virtual environment, any packages you install are installed only in that environment's subfolder. When you then run a Python program within that environment, you know that it's running against only those specific packages. Be aware that if you're not using a virtual environment, and you have multiple versions of Python installed and set in the path environment variable, you might need to specify the Python interpreter to use in the terminal for installing packages to the global environment. | For examples of using virtual environment in projects, see the [Python](https://code.visualstudio.com/docs/python/python-tutorial), [Django](https://code.visualstudio.com/docs/python/tutorial-django), and [Flask](https://code.visualstudio.com/docs/python/tutorial-flask) tutorials.  **Where Environments live**  Global:  ./AppData/locaPrograms/Python/Python39/python.exe  Local (venv): ~/venv/Scripts/python.exe  C:\Python\.venv\Scripts |

More Virtual Environment Use Cases:

1. You’re developing multiple projects that depend on different versions of the same packages, or you have a project that must be isolated from certain packages because of a namespace collision. This is the most standard use case.
2. You’re working in a Python environment where you can’t modify the site-packages directory. This may be because you’re working in a highly controlled environment, such as managed hosting, or on a server where the choice of interpreter (or packages used in it) can’t be changed because of production requirements.
3. You want to experiment with a specific combination of packages under highly controlled circumstances, for instance to test cross-compatibility or backward compatibility.
4. You want to run a “baseline” version of the Python interpreter on a system with no third-party packages, and only install third-party packages for each individual project as needed.

## Check the Version of the Python Interpreter

As the interpreter takes the code and helps in execution. Sometimes due to the old version of the interpreter making command doesn’t work properly and as we know the language python comes with frequent update vision with some added new features, so the user must update the interpreter with the latest release version

The packages installed in each virtual environment are seen only in that virtual environment and no other. Even large, complex packages with platform-dependent binaries can be corralled off from each other in virtual environments.

## Create a virtual environment

# Windows

# You can also use py -3 -m venv .venv

PS> python -m venv .venv

### Select and activate an environment

By default, the Python extension looks for and uses the first Python interpreter it finds in the system path. To select a specific environment, use the **Python: Select Interpreter** command from the **Command Palette** (Ctrl+Shift+P).
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**Note**: If the Python extension doesn't find an interpreter, it issues a warning. On macOS, the extension also issues a warning if you're using the OS-installed Python interpreter, because you typically want to use an interpreter you install directly. In either case, you can disable these warnings by setting python.disableInstallationCheck to true in your user [settings](https://code.visualstudio.com/docs/getstarted/settings).

You can switch environments at any time; switching environments helps you test different parts of your project with different interpreters or library versions as needed.

The **Python: Select Interpreter** command displays a list of available global environments, conda environments, and virtual environments. (See the [Where the extension looks for environments](https://code.visualstudio.com/docs/python/environments#_where-the-extension-looks-for-environments) section for details, including the distinctions between these types of environments.) The following image, for example, shows several Anaconda and CPython installations along with a conda environment and a virtual environment (env) that's located within the workspace folder:
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**Note:** On Windows, it can take a little time for VS Code to detect available conda environments. During that process, you may see "(cached)" before the path to an environment. The label indicates that VS Code is presently working with cached information for that environment.

If you have a folder or a workspace open in VS Code and you select an interpreter from the list, the Python extension will store that information internally so that the same interpreter will be used once you reopen the workspace.

The Python extension uses the selected environment for running Python code (using the **Python: Run Python File in Terminal** command), providing language services (auto-complete, syntax checking, linting, formatting, etc.) when you have a .py file open in the editor, and opening a terminal with the **Terminal: Create New Terminal** command. In the latter case, VS Code automatically activated the selected environment.

**Tip**: To prevent automatic activation of a selected environment, add "python.terminal.activateEnvironment": false to your settings.json file (it can be placed anywhere as a sibling to the existing settings).

**Tip**: If the activate command generates the message "Activate.ps1 is not digitally signed. You cannot run this script on the current system.", then you need to temporarily change the PowerShell execution policy to allow scripts to run (see [About Execution Policies](https://go.microsoft.com/fwlink/?LinkID=135170) in the PowerShell documentation): Set-ExecutionPolicy -ExecutionPolicy RemoteSigned -Scope Process

**Note**: By default, VS Code uses the interpreter selected for your workspace when debugging code. You can override this behavior by specifying a different path in the python property of a debug configuration. See [Choose a debugging environment](https://code.visualstudio.com/docs/python/environments#_choose-a-debugging-environment).

The Status Bar always shows the current interpreter.
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The Status Bar also reflects when no interpreter is selected.
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In either case, clicking this area of the Status Bar is a convenient shortcut for the **Python: Select Interpreter** command.

**Tip**: If you have any problems with VS Code recognizing a virtual environment, please [file an issue](https://github.com/microsoft/vscode-python/issues) in the extension repository so we can help determine the cause.

### Manually specify an interpreter[#](https://code.visualstudio.com/docs/python/environments#_manually-specify-an-interpreter)

If VS Code does not automatically locate an interpreter you want to use, you can browse for the interpreter on your file system or provide the path to it manually.

You can do so by running the **Python: Select Interpreter** command and clicking on the **Enter interpreter path...** option that shows on the top of the interpreters list:
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You can then either enter the full path of the Python interpreter directly in the text box (for example, ".venv/Scripts/python.exe"), or you can click on the **Find...** button and browse your file system to find the python executable you wish to select.

![Enter path or browse for an interpreter](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABIMAAACoCAMAAABE8d4jAAAAS1BMVEUcHB0lJSYAf9Q8PDx+fn6mpqZjY2OioqKUlJVFRUafnp1PT1CNjY1ZWVqZmZltbW2EhIV2dncwdaXLyb5pJiYlKW2bvcujczExMTLZcuj1AAAPA0lEQVR4AezUMQEAEAAAMKB/ZQl8AFuIhRC3AVh6EICDAAcBOAhwEOAgAAcBDkoLAHQPygDTOQhwEHArBwEOAnAQ4CAABwEOAnAQ4CAABwEOAnAQ4CAABwEO2g9wUKmNfTNbzlyFgfCFLcQiBLz/y54DXXaU356MZ9/UN44RbslU6StCnH37KQoc0+Zyuf4kBqVIUC6/O4OEpljqd2TQTuLUcrl+MYM4T+mFQanFsH2LShfDoG92l1kpE13d0ojlOzKoyrcy8/nLuVzOIL50iw19ixoZBn27u1Cbz+3M7RV2OVsG/fp9G17O5frr5Aya6iTOIJfrF8kZBNL8jQxyuZxBQi11Ju5p9jUt4fefTJTH0e4h0277dWQibbgPwoSpOy3FNOdMB5ayHbLuW1MmhsGpunz29AkGCfXtuAlMUxxWJOhbMWkoEeNo5qYKDL6GhJZkuStWA9mLUExzAYocwyvl4FVZjQyLh0t3lcvlDBrKUYkkbUUzE+fccG4dlUkWmnJjsgzqQjkeQ42IY143A89LWnNYlc3f3t67U455JT0VmI5CLgxqFFNghVenUZWJOGudQBg8i+GGJMR6lnZWoeXKIBPqqKzPcTyfgaYRCQxqzFExjJQLN41ppQ5Pl87lusoZxJIWAJoJJaG1MdI5WjJrT7aJOdf/r4PX5LbPWONc3v0utohR7R7AuseyvUZDR4NzuDAoRRpbUkRKztX+Lsa5wTKtiYJquL2rYlwZZEIYnGprNPVlIxS1royMfSLcA2dd7xyOdYjp4dJZuVz+fdC+ulwLur0bSgSWdJ62lIzGNgwCJvp6BgIhLIMqrjFdGHTuaALA9U5C44VBKehy2ZFupTAMwvzKM+FAOvxwrcIyyIZOBiXFaFlXwRwswJFkpeygDYfjtR4unZXL5d8HjYM96GxDiU7t7eS3ZNxBpqMDa7K4gI2dY4+MrftuBj46HRaCFrMq0IVEZh9UTwamuGIrzPVahUlgQxjEnZi3EZLDLJjhwLith+tO4+HSuVw38jPpK4NSpEO5oAWNsB8xHKi7KJNlEHr6nkEHKWx2qI7lYxm0aCmYhOdK1mRyg4PwBnlMqtsqMGhDb7eDDoFB+wk08+yxe2t0an+0dM/lcjmDOENa0O53OxUEQiacSj9kEC7WCqo6fVQxdMeoQX1m6Ne/zcMUg+bJL2bQTpyh3OBhc2Ha6dbeJo8nS/dcLpczyMz4NIMq57JV5r3A6MsZZBhTlHqx7iZuCknC9Z5B37oPsls86MqgTsMyyLg+WLpHcrmcQRgdHzEInEETDuowvWHQ8/MgmCF4zyDEWs0x3TPoeh705QxCEVcGcTD1Hm7mRP3J0j2Xy+UMGqTlAwZxXT5C4+zeys8Z1OBuD7XPJ4t+wKDAfaDFbxlkjssHSfoKBlXQ5sIgcHZRx6RUg5sPlu6pXC5nEI5hQQJJ89rDHYMIH9GsC3quKFE7uvSWQcY9xeP7IEZyFJDr4toHDEqqCv8JgHZl0FF343n3mEF2F5brdBvjPYN4rHppWLdBqL/1zy7d4DXHyuXyv83ndmHQIFJt+GhZIxPfMkj0CKJBo3KM1IAGjpJuut+6F8V30ry/r0qVVe4YZPAnG9Tn9PDCoC1k1A04PGdQzcSxn19w84qa86BOfHzXbdyE1rt/bumWrVlDl8sZRNCVQdt+oKUzEUu9P5MuwsSC0fXzngRGNRLdM8i6p6FwN8K/raX9IwZV5mCm5/rKIPyzFneU9pxBW1Diflam7fVMumUiHa9u+Le3kT67dP+xcy8qDcNQAIYnOKzFITTp5f2f1CassTDu2h6g34e4EpU7P8dky7s5CA2KvyPx7x4hN7fWkgAa1A7NNAg0KCYGj6gGARpUPiSrQSFAg777j3v3qUFBQIPqSZwGwWUbBKBBgAYBaBCgQQAaBGgQgAa9AjQI0CCAE+wbFAZAgwANAjQIQIMADQLQIECDADQI0CAADQI0CECDAA0C0CBAgwA0CNAgAA0CLtSgIaX8BvC/DRqn9JRLZubABgEalDXoZKBB8/ZLgf+LARpkPwjQIOCyDaqZKSt5mFLa1scurWYNOhjYD2oN+krpXrrTNq2nsqBB5wBzUFla1pdcX+7PRQ06Djibn3cN6n/rVNeKmqSDABrU7Ro0P6sz12/2pIFz94Nya9CiQecD52KtQaMGxQBz0E2D4oA5KH4/CDAHtfSMAedigDmonNTv3h80pH77m/J4LMActAxptRaoKz8cp+2eIYPRCcActKqfHevzcOgcBLjL9Va+Xt32D0t7Lo8A7rQHNAhAgwANAtAgQIMANAjQIECDADQI0CAADQI0CECDAA0C0CBAgwA0CNAg4Hp+2DfjHcldG44rCkJGgIH/eP8nbTFfl/Gh6c5051Zb/bB0y2UCdjD4EwByGHQ75tovkcr++j1SiCle/00a1+ub0rhdR/5Jchh0Jx5C7f4lCEpMVP8NovbbGNSYKeU2APk/Mug/znbhcwzq7lDr/10Og4iImdPvgFCRGO/fZ1Cs7aMlIskg6JsMgrP3egXnPsig7lO+vie9pHAdOfITDKLRWzP9krdpZW8ufmBS81oJv/PlbQbB2bdjirv6j83FYOh7Eoh+kEFHDoMu/2MDocOgq1e2pg6DjhwGZfoRBh0GPVF2GHTkMKj22fF84jbXA5i5jpsZY6Qy4ySk0TtjZeYkZXsjZipLqWMn6SjZR4ANVcmbOB2mjMG1Zst+0gd/YauakMiiMlpTeBJ3X5VFKrLKb1NhqPNRcpopxJSIldgu0zfcBSMaNzGlz3S7cRENg3qu1i2WQT0xbhV2UJ/uTXNwUqOgTL4doTIG1OZWILjRto36Wt43w6XUOrB3O6bw6Ko8VWDqSGhpKVnob+wUHDkMclxmN/XEI8xiYk51/j/MPL1yko7KtV+FmRJxw0prSmtHHdCC1kkWGqpc3xmkBkW6RC2Rtwzy0xZlw4SUiL01hSehcDmiocitrBRFYaOhin3hmV4qtgTVJIhTKSRP5pRB7CqnxDCeiccV1UcG4am5bc6W8lh9F7d6qK996IfmoErG1SxXuSQ2roaT7K2Q4EbbNvC1MKgwVTz+NCkMWq6KU8XwQEyrHlKSD4OOfJ5BwXHtEwzJ3ZMrdaSe2CugIjFn6bNlZMzjpzwXN/oAFfullDNGTBHokuJtZ5AatBFlGJRJ+FGUNuunGI0pbFp1j8ia9BDrfd6qjGegkfa6gtmUoGH2rjBoJktNFaQgVSqzuq5LAcOgdk9lYWNQIPbYaBtK0g31RrPE/DTQ23RhZaoySNknrPYWDNm2ga8lE5XHFkkpb66S9hFVaHzKwqA0FB458vHzQdw6gqN23SLXEO4IEM9uRi7Fx+WjjKweqb7nNW7zjB/8Z2MQSj1nUK+TMppC8W4K+S1R7kRRzEkKrASac8Qoz7CVgBb85wmDoroJfwHuC2JwbBnUPQGIZWmEequ5I4suYisVHTvrMXtLDdm2ga+xCWpahPPuKmVQgS1JM+HqyJEPnw8iZvJ4Qev84FJUxCvKu9lRJunK6cZrUcSxR06wRt/tuCXggqm8MQgGnzMIujD+gniJ1N2UwWBDFD4oxn4U1mIQqluJdC+8PWEQDAmKl7O0bnuFLPAxxhQlPVFc6q3mxUgPajm9sgbsLa2YbZvla4wiNVtDha2rwKBe4SJp+0y4OnLk0+tBd+ORBqI1sxHp474MQe5U70phDIekd3ONwJWKBowyLJgIRd/e5mL5CwZ5VgHMYNSFP01dkZjKbYhSVmmvapHuDEIJZ7GzMwh/QQqMH3YGxVbtmhOA7zKuKCK2Vb3VDPLoJR77GYP8ziDbNvA1lNkW2V0FBoXEkEGqfDbLjvwtBskYQjuepqublrGSyeVq7Mc/fD3FCauekIQyGsieGwysIN8ZFL5mEEEKMmG7J0VjaiitzOxuGJsJqbzIICSI1a8ZhDpsDPLEc1Xa787W7AV/njPI7JS/ySDbNtCxMQgmrasWg4gJUjtKHjnyFxiEQ4qLQWYcJC/rRvHK3HpFT+4+MZerY8HDSkgpyMKR3Dc4e59BtV+73IWYsjGle9m627PNp15j0JvjIDjLMAgLvuHB5G5PvHonIfffGQfZttkZ1A2DrKuQG5WDHAYd+SkG2fUgyRWr7PrWSIgLbFXJ0uoujj1ymvWgFT/5VQZlSuHZl1K1G1PAHxcNZhDsZQbBEV1/cC8wCPXCWNKMBI0nrT3wPWbJ9oRBEVVHNd5mENpmZxCF1bgwCRs2t2DMHwYd+QkG9brmYlgaRSgpSEh2Zqhwsf1UQLRJZoec/mFf7F7bZI1fYhA2h63YiIApFYuJSJzfYhA2ssHMFxi0lsIjKRuM/Z1Bi1PFcX7OoI6qY4PsfQahbTYGcVmNC5PWVciNnnAYdOQH1qQd1qT1Danng4gyQMJ5dmqKOBiEjfsbWW+Xjd6EWcbD+SA/NTdR/CqD9LzO5duKhYhxijHV/a1b6ms4g+9DeylfMUhKmPNBrr/EIOx1h8RmHJTu+dtzBkVKSWxitLdp9sx6Puh+h0HYADRtYxhEHoe/lknjKrgRc8o+UhfwVLpbduTIZ/fmuZi16EzznDRhcxerLBGpZ6ZxN2tWXJiTzE4nRzMzurqesKZXGdTdKG8CvDGJxWhMmQPbkZiSkx9h/SsGaYll775eYJBciuHkJM+qdUpc686gJQ5OwbPX+4lmofg7DCrDuDdtY9aD6jr7rCatq3BoOg+NOD39wKB4zgkd+fQZRarxj/2we356hcteNcxnGh3uYh0YGlTsyL6X9Hh/XCUfXmaQfm9WHuYE+kGXNVVmvvVFmYP1YfDLuRhKiHqUeIlBKEmtm32xUOW35wyy55yCwHPTHCuh6m8x6GrCHdM2Zk264BuwVRnrKqA44hHQ1v9q5w40AIShMIyiZETs/V826AcBWpfLOS9wk3zG2vJUm3UQHxpUIB9671EFUow37wsN6nMxcka1k0XSchqEBuVP6/pRjZx/xUCD0KB57fWjOsmO+3oahAYd49k+azuqwBw5x65BrKZBObTVdlSBmXsMNQgNAtAgQIMANAjQIAANAjQIQIMADQLQIECDADQI0CAADQI0CECDAA0C0CBAgwA0CNAgQIMANAjQIIBCN4XAyrg9GTlwAAAAAElFTkSuQmCC)

If you want to manually specify a default interpreter that will be used once you first open your workspace, you can create or modify an entry for python.defaultInterpreterPath setting in your workspace settings.json with the full path to the Python executable.

For example:

* Windows:
* {
* "python.defaultInterpreterPath": "c:/python39/python.exe"

}

* macOS/Linux:
* {
* "python.defaultInterpreterPath": "/home/python39/python"

}

You can also use python.defaultInterpreterPath to point to a virtual environment, for example:

* Windows:
* {
* "python.defaultInterpreterPath": "c:/dev/ala/venv/Scripts/python.exe"

}

* macOS/Linux:
* {
* "python.defaultInterpreterPath": "/home/abc/dev/ala/venv/bin/python"

}

**Note**: Changes to the python.defaultInterpreterPath setting are not picked up after an interpreter has already been selected for a workspace; any changes to the setting will be ignored once an initial interpreter is selected for the workspace.

Additionally, if you'd like to set up a default interpreter to all of your Python applications, you can add an entry for python.defaultInterpreterPath manually inside your User Settings. To do so, open the Command Palette (Ctrl+Shift+P) and enter **Preferences: Open User Settings**. Then set python.defaultInterpreterPath, which is in the Python extension section of User Settings, with the appropriate interpreter.

You can also use an environment variable in the path setting using the syntax ${env:VARIABLE}. For example, if you've created a variable named PYTHON\_INSTALL\_LOC with a path to an interpreter, you can then use the following setting value:

"python.defaultInterpreterPath": "${env:PYTHON\_INSTALL\_LOC}",

**Note**: Variable substitution is only supported in VS Code settings files, it will not work in .env environment files.

By using an environment variable, you can easily transfer a project between operating systems where the paths are different, just be sure to set the environment variable on the operating system first.

### Environments and Terminal windows[#](https://code.visualstudio.com/docs/python/environments#_environments-and-terminal-windows)

After using **Python: Select Interpreter**, that interpreter is applied when right-clicking a file and selecting **Python: Run Python File in Terminal**. The environment is also activated automatically when you use the **Terminal: Create New Terminal** command unless you change the python.terminal.activateEnvironment setting to false.

However, launching VS Code from a shell in which a certain Python environment is activated does not automatically activate that environment in the default Integrated Terminal. Use the **Terminal: Create New Terminal** command after VS Code is running.

**Note:** conda environments cannot be automatically activated in the integrated terminal if PowerShell is set as the integrated shell. See [Integrated terminal - Configuration](https://code.visualstudio.com/docs/editor/integrated-terminal#_configuration) for how to change the shell.

Any changes you make to an activated environment within the terminal are persistent. For example, using conda install <package> from the terminal with a conda environment activated installs the package into that environment permanently. Similarly, using pip install in a terminal with a virtual environment activated adds the package to that environment.

Changing interpreters with the **Python: Select Interpreter** command doesn't affect terminal panels that are already open. You can thus activate separate environments in a split terminal: select the first interpreter, create a terminal for it, select a different interpreter, then use the split button (Ctrl+Shift+5) in the terminal title bar.

### Choose a debugging environment[#](https://code.visualstudio.com/docs/python/environments#_choose-a-debugging-environment)

By default, the debugger will use the Python interpreter you have selected with the Python extension. However, if you have a python property in the debug configuration of launch.json, that interpreter is used instead. To be more specific, VS Code will give precedence to the python property of the selected debug configuration in launch.json. If it's not defined, then it will use the path to the Python interpreter you have selected for your workspace.

For more details on debug configuration, see [Debugging configurations](https://code.visualstudio.com/docs/python/debugging).

### Limited support for Python 2.7[#](https://code.visualstudio.com/docs/python/environments#_limited-support-for-python-27)

The Python extension no longer offers IntelliSense support for Python 2.7 with [Jedi](https://pypi.org/project/jedi/) as it only supports Python 3 at this point. When using Python 2.7 with the Python extension you can customize the [language server setting](https://code.visualstudio.com/docs/python/settings-reference#_intellisense-engine-settings) to either turn off auto-completions or select Pylance as your language server, as it may provide a good experience if the code is compatible enough with Python 3.

We currently support selecting Python 2.7 as an interpreter in your workspace. Because [Python 2.7 is no longer maintained as of January 2020](https://www.python.org/doc/sunset-python-2/), we strongly suggest you to upgrade your code to Python 3 as soon as you can. You can [learn how to port your code to Python 3](https://docs.python.org/3/howto/pyporting.html) if you need help.

## Environment variables

### Environment variable definitions file[#](https://code.visualstudio.com/docs/python/environments#_environment-variable-definitions-file)

An environment variable definitions file is a simple text file containing key-value pairs in the form of environment\_variable=value, with # used for comments. Multiline values are not supported, but values can refer to any other environment variable that's already defined in the system or earlier in the file. For more information, see [Variable substitution](https://code.visualstudio.com/docs/python/environments#_variable-substitution). Environment variable definitions files can be used for scenarios such as debugging and tool execution (including linters, formatters, IntelliSense, and testing tools), but are not applied to the terminal.

By default, the Python extension looks for and loads a file named .env in the current workspace folder, then applies those definitions. The file is identified by the default entry "python.envFile": "${workspaceFolder}/.env" in your user settings (see [General settings](https://code.visualstudio.com/docs/python/settings-reference#_general-settings)). You can change the python.envFile setting at any time to use a different definitions file.

A debug configuration also contains an envFile property that also defaults to the .env file in the current workspace (see [Debugging - Set configuration options](https://code.visualstudio.com/docs/python/debugging#_set-configuration-options)). This property allows you to easily set variables for debugging purposes that replace variables specified in the default .env file.

For example, when developing a web application, you might want to easily switch between development and production servers. Instead of coding the different URLs and other settings into your application directly, you could use separate definitions files for each. For example:

### **dev.env file**

# dev.env - development configuration

# API endpoint

MYPROJECT\_APIENDPOINT=https://my.domain.com/api/dev/

# Variables for the database

MYPROJECT\_DBURL=https://my.domain.com/db/dev

MYPROJECT\_DBUSER=devadmin

MYPROJECT\_DBPASSWORD=!dfka\*\*213=

### **prod.env file**

# prod.env - production configuration

# API endpoint

MYPROJECT\_APIENDPOINT=https://my.domain.com/api/

# Variables for the database

MYPROJECT\_DBURL=https://my.domain.com/db/

MYPROJECT\_DBUSER=coreuser

MYPROJECT\_DBPASSWORD=kKKfa98\*11@

You can then set the python.envFile setting to ${workspaceFolder}/prod.env, then set the envFile property in the debug configuration to ${workspaceFolder}/dev.env.

**Note**: When environment variables are specified using multiple methods, be aware that there is an order of precedence. Environment variables contained in the .env file specified by the python.envFile setting (user or workspace) will override variables defined in the envFile specified in launch.json, as well as any env variables defined in the launch.json file itself. Similarly, environment variables defined in the envFile specified in launch.json will override env variables defined in the launch.json file.

### Variable substitution[#](https://code.visualstudio.com/docs/python/environments#_variable-substitution)

When defining an environment variable in a definitions file, you can use the value of any existing environment variable with the following general syntax:

<VARIABLE>=...${env:EXISTING\_VARIABLE}...

where ... means any other text as used in the value. The curly braces are required.

Within this syntax, the following rules apply:

* Variables are processed in the order they appear in the .env file, so you can use any variable that's defined earlier in the file.
* Single or double quotes don't affect substituted value and are included in the defined value. For example, if the value of VAR1 is abcedfg, then VAR2='${env:VAR1}' assigns the value 'abcedfg' to VAR2.
* The $ character can be escaped with a backslash, as in \$.
* You can use recursive substitution, such as PYTHONPATH=${env:PROJ\_DIR}:${env:PYTHONPATH} (where PROJ\_DIR is any other environment variable).
* You can use only simple substitution; nesting such as ${\_${env:VAR1}\_EX} is not supported.
* Entries with unsupported syntax are left as-is.

### Use of the PYTHONPATH variable[#](https://code.visualstudio.com/docs/python/environments#_use-of-the-pythonpath-variable)

The [PYTHONPATH](https://docs.python.org/3/using/cmdline.html#envvar-PYTHONPATH) environment variable specifies additional locations where the Python interpreter should look for modules. In VS Code, PYTHONPATH can be set through the terminal settings (terminal.integrated.env.\*) and/or within an .env file.

When the terminal settings are used, PYTHONPATH affects any tools that are run within the terminal by a user, as well as any action the extension performs for a user that is routed through the terminal such as debugging. However, in this case when the extension is performing an action that isn't routed through the terminal, such as the use of a linter or formatter, then this setting will not have an effect on module look-up.

When PYTHONPATH is set using an .env file, it will affect anything the extension does on your behalf and actions performed by the debugger, but it will not affect tools run in the terminal.

If needed, you can set PYTHONPATH using both methods.

An example of when to use PYTHONPATH would be if you have source code in a src folder and tests in a tests folder. When running tests, however, those tests can't normally access modules in src unless you hard-code relative paths.

To solve this problem, you could add the path to src to PYTHONPATH by creating an .env file within your VS Code workspace.

PYTHONPATH=src

Then set python.envFile in your settings.json file to point to the .env file you just created. For example, if the .env file was in your workspace root, your settings.json would be set as shown:

"python.envFile": "${workspaceFolder}/.env"

The value of PYTHONPATH can contain multiple locations separated by os.pathsep: a semicolon (;) on Windows and a colon (:) on Linux/macOS. Invalid paths are ignored. If you find that your value for PYTHONPATH isn't working as expected, make sure that you're using the correct separator between locations for the operating system. For example, using a colon to separate locations on Windows, or using a semicolon to separate locations on Linux/macOS results in an invalid value for PYTHONPATH, which is ignored.

**Note**: PYTHONPATH does **not** specify a path to a Python interpreter itself. For additional information about PYTHONPATH, read the [PYTHONPATH documentation](https://docs.python.org/3/using/cmdline.html#envvar-PYTHONPATH).
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